![](data:image/jpeg;base64,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)

**课 程 实 验 报 告**

**课程名称： 自然语言处理实验**

**专业班级： 计算机科学与技术202001**

**学 号： U202015533**

**姓 名： 徐瑞达**

**指导教师： 魏巍**

**报告日期： 2023年 6 月 5 日**

**计算机科学与技术学院**

目 录

[1 中文分词实现 2](#_Toc137402127)

[1.1 问题描述 2](#_Toc137402128)

[1.1.1 基于词典匹配的分词算法 2](#_Toc137402129)

[1.1.2 基于统计学习的分词算法 2](#_Toc137402130)

[1.2 基础模块 2](#_Toc137402131)

[1.3 系统实现 3](#_Toc137402132)

[1.3.1 总体实现 3](#_Toc137402133)

[1.3.2 数据处理 3](#_Toc137402134)

[1.3.3 数据加载 3](#_Toc137402135)

[1.3.4 构建模型 4](#_Toc137402136)

[1.3.5 训练及验证 4](#_Toc137402137)

[1.3.6 模型预测与融合 4](#_Toc137402138)

[1.4 实验小结 5](#_Toc137402139)

[参考文献 6](#_Toc137402140)

[附录A 中文分词实现的源程序 7](#_Toc137402141)

# 1 中文分词实现

## 1.1 问题描述

本实验需要实现中文分词任务，可以考虑基于统计、基于词典的分词方法等，也可以考虑使用Bi-LSTM+CRF的深度学习模型进行分词，通过对比不同算法分词效果和性能，加深对中文分词算法的理解。

## 基于词典匹配的分词算法

基于词典匹配的分词算法依赖人工建立的词库（词典）进行，包括正向最大匹配法、逆向最大匹配法以及双向最大匹配法。

## 1.1.2 基于统计学习的分词算法

将中文分词视作序列标注任务，给句子中的每个词打上合适的标签即可完成分词任务，而本实验使用BIES标注：

B：代表该字是一个词的开头

I：代表该字在一个词的内部

E：代表该字是一个词的结尾

S：代表该字独立成词

使用上述标注方式对句子进行标注，例如：

B E / S / B E / B I E / B E

小明 / 在 / 中国 / 科学院 / 工作

序列标注方法可以使用HMM等传统统计方法或者Bi-LSTM等深度学习方法，本实验使用基于双向长短神经网络+条件随机场（Bi-LSTM+CRF）的中文分词模型。

## 1.2 基础模块

本实验采用Bert+Bi-LSTM+CRF模型实现，主要由数据处理、数据加载、构建模型、训练及验证、预测等模块组成。(如图1-1所示)
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图1-1 模块流程图

## 1.3 系统实现

## 1.3.1 总体实现

该系统可划分为数据处理、模型训练、模型预测三部分。本系统在Bi-LSTM+CRF的模型基础上，将数据编码部分替换为预训练模型Bert，利用Transfomer的自注意力机制得到包含位置信息、语义信息的编码，从而获得更好的分词效果。在模型预测部分，根据CWS输出的标签序列和NER输出的标签序列进行模型融合，以减少CWS任务中对命名实体的错误划分。

run.py文件为系统入口，首先加载预处理后的数据，并将其划分为训练集和验证集（此处划分比例为9:1），然后从预训练模型中构建得到模型，设置优化率和学习率衰减，进行训练。每轮训练完成后，将得到的最优模型结果保存，当若干轮次的验证集损失不再有明显降低后即停止训练。根据最优模型结果，进行预测得到CWS任务的分词结果，然后使用同样的模型结构进行NER任务，得到命名实体标注结果，进行二者之间的模型融合得到最终分词结果。

## 1.3.2 数据处理

在data\_process.py中，预处理训练集。在处理时，根据空格位置将每个字符转换为BIES标注。每行的标注结果存储在一个列表中，而由于Bert中输入序列的最长长度为512字符，因此当某行的长度大于max\_len时，需要进行切分，切分后的多个子句需要在句尾添加分隔符以表示其属于同一个输入序列。

将预处理后的将预处理后的结果输出到二进制文件training.pkl中。

## 1.3.3 数据加载

在data\_loader.py中，加载预处理后的数据到Dataset对象中。

首先从预训练模型tacl-bert-base-chinese中加载得到BertTokenizer，将预处理得到的words\_list的每个字符转换为token，并在每一行的开头加上[CLS]表示句子开头，每一句的结尾加上[SEP]表示句子分隔，经过以上处理后得到dataset。

其次在collate\_fn函数中获取batch数据时，还需要进行数据对齐。首先将每行数据填充至统一长度，然后将token与label对齐，最后将数据转换为张量。

## 1.3.4 构建模型

在model.py中，构建模型结构。模型依次分为BertModel、Bi-LSTM、CRF三层，首先根据输入的token与label获取bert模型的输出，然后去除[CLS]等标签，依次输入到Bi-LSTM、CRF获取损失值和输出。

BertModel使用了HuggingFace[2]提供的transfomers库中的bert模型，使用到的预训练模型有bert-base-chinese、chinese-macbert-base、tacl-bert-base-chinese、RoBERTa-wwm-ext-large-chinese、LTP-tiny、LTP-small、LTP-base等模型，最终结合模型性能和训练算力限制使用了tacl-bert-base-chinese模型。

## 1.3.5 训练及验证

在train.py中，进行模型的训练和验证。在每一轮训练过程中，依次进行模型预测、计算损失、反向传播、梯度裁剪、学习率衰减等过程，每轮训练完成后，即再验证集上评估当前模型性能，计算得到验证集损失和F1-score。每得到更好的F1-score值，即保存模型参数，当F1-score变化不大时即停止训练。

## 1.3.6 模型预测与融合

在test.py中，进行CWS任务的模型预测。在merge.py中，进行CWS任务和NER任务结果的模型融合。进行模型融合时，先需要将CWS结果和NER结果输出为标注格式的文件；然后遍历两个文件，如果某个字符的NER标注为I则说明该字符属于某个命名实体，直接输出字符，否则根据CWS标注结果决定是否要在字符后输出空格。进行模型融合后，在线测试性能提升了0.2个百分点。

## 1.4 实验小结

1. 经过模型训练，最终选取的主要超参数如下：

lr = 0.005

epoch = 14

clip\_grad = 5

batch\_size = 32

hidden\_dim = 200

embedding\_dim = 100

weight\_decay = 0.01

pretained\_model = tacl-bert-base-chinese

最终得到的最高F1值为0.912，相较基础模型提高了约6个百分点。

1. 训练过程中的遇到的问题如下：

由于微调预训练模型需要较大的算力，因此需要选择合适的预训练模型，对于LTP-tiny、LTP-small等模型，由于其参数规模较小，往往耗费算力训练十余个epoch之后仍较欠拟合，而对于参数规模较大的模型，其训练时间又会较长。经过综合考量，选取了tacl-bert-base-chinese模型，其使用了TaCL (Token-aware Contrastive Learning)技术[3]，能够得到更具各向同性和判别性的语义信息。

1. 小结

在本实验中，通过预训练语言模型引入更好的语义编码，大大提升了中文分词的准确性。通过对预训练语言模型在训练集上进行微调，即可使其在下游任务上得到很好的表现。然而，表现较好的预训练语言模型参数规模也较大，微调时使用的算法也较大，因此，开发轻量级的预训练语言模型是NLP领域的重要研究方向。

通过本次实验，我了解并掌握了NLP任务的处理流程——数据处理、模型构建、训练优化、模型测试等步骤，也让我对NLP领域产生了更加浓厚的兴趣。
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# 附录A 中文分词实现的源程序

### data\_process.py

import os

import pickle

import re

import config

class Processor:

"""

数据处理器

"""

def process(self):

self.process\_data("train")

self.process\_data("test")

@staticmethod

def cut(raw, max\_len, sep):

"""

将raw按照max\_len切分，分隔符为sep\_word

"""

list\_groups = zip(\*(iter(raw),) \* max\_len)

end\_list = [list(i) + list(sep) for i in list\_groups]

count = len(raw) % max\_len

if count != 0:

end\_list.append(raw[-count:])

else:

end\_list[-1] = end\_list[-1][:-1]

return end\_list

@staticmethod

def toTag(input):

"""

将每个字转换为BMES标注

"""

output\_str = []

if len(input) == 1:

output\_str.append('S')

elif len(input) == 2:

output\_str = ['B', 'E']

else:

M\_num = len(input) - 2

M\_list = ['M'] \* M\_num

output\_str.append('B')

output\_str.extend(M\_list)

output\_str.append('E')

return output\_str

def process\_data(self, mode):

# 判断训练集或测试集结果是否已存在

if mode == "train":

path = config.TRAINING\_PATH

origin\_path = config.TRAINING\_DATA

else:

path = config.TESTING\_PATH

origin\_path = config.TEST\_DATA

if os.path.exists(path) is True:

return

with open(origin\_path, 'r', encoding='utf-8') as f:

words\_list = []

tags\_list = []

# 行数

count = 0

# 切分次数

sep\_count = 0

for line in f:

words = []

tags = []

line = line.strip()

if not line:

continue

# 读取每个字到words

for i in range(len(line)):

if line[i] == " ":

continue

words.append(line[i])

# 将每个字转换为BIES标注,记录在labels

line = line.split(" ")

for item in line:

if item == "":

continue

tags.extend(Processor.toTag(item))

# 如果字数大于设定的最大长度，则进行切分

if len(words) > config.max\_len:

# 获取切分后的words列表

sub\_words\_list = Processor.cut(words, config.max\_len - 5, config.sep\_word)

sub\_labels\_list = Processor.cut(tags, config.max\_len - 5, config.sep\_label)

words\_list.extend(sub\_words\_list)

tags\_list.extend(sub\_labels\_list)

sep\_count += 1

else:

words\_list.append(words)

tags\_list.append(tags)

count += 1

# 将结果输出为二进制

with open(path, 'wb') as outp:

pickle.dump(words\_list, outp)

pickle.dump(tags\_list, outp)

class Parser:

"""

数据读取器

"""

def analysis(self, mode='training'):

len\_list, word\_list = self.read\_file(mode)

lens = {'<100': 0, '100-200': 0, '200-500': 0, '500-1000': 0, '>1000': 0}

print(len(len\_list), "sentences in the", mode, "file.")

for i in len\_list:

if i <= 100:

lens['<100'] += 1

elif 100 < i <= 200:

lens['100-200'] += 1

elif 200 < i <= 500:

lens['200-500'] += 1

elif 500 < i <= 1000:

lens['500-1000'] += 1

elif i > 1000:

lens['>1000'] += 1

return lens

def read\_file(self, mode='training'):

"""

读取文件

"""

word\_list = []

len\_list = []

if mode == "train":

origin\_path = config.TRAINING\_DATA

else:

origin\_path = config.TEST\_DATA

with open(origin\_path, 'r', encoding='utf-8') as f:

for line in f:

words = []

line = line.strip()

if not line:

continue

for i in range(len(line)):

if line[i] == " ":

continue

words.append(line[i])

if len(words) > config.max\_len:

sub\_word\_list = self.get\_sep\_list(words, config.sep\_word)

for wl in sub\_word\_list:

if len(wl) > config.max\_len or len(wl) == 0:

continue

word\_list.append(wl)

len\_list.append(len(wl))

else:

word\_list.append(words)

len\_list.append(len(words))

return len\_list, word\_list

def get\_sep\_list(self, init\_list, sep\_word):

"""

按标点切分

"""

w = "".join(init\_list)

s = re.split(r"(。)", w)

s = self.add\_sep\_word(s, sep\_word)

s.append("")

s = ["".join(i) for i in zip(s[0::2], s[1::2])]

r = []

for sub\_list in s:

r.append(list(sub\_list))

return r

def add\_sep\_word(self, s\_, sep\_word):

"""

add sep word to string

"""

new = []

for i, item in enumerate(s\_):

if item == "，" or item == "。" or item == "；":

if i == len(s\_) - 2:

if s\_[-1] == '':

new.append(item)

continue

item += sep\_word

new.append(item)

s\_ = new

return s\_

def run():

if os.path.exists(config.TRAINING\_PATH):

os.remove(config.TRAINING\_PATH)

if os.path.exists(config.TESTING\_PATH):

os.remove(config.TESTING\_PATH)

Processor().process()

def anlysis():

print(Parser().analysis("train"))

print(Parser().analysis("test"))

if \_\_name\_\_ == "\_\_main\_\_":

run()

anlysis()

### data\_loader.py

import numpy as np

import torch

import pickle

from torch.utils.data import Dataset, DataLoader

from transformers import BertTokenizer

import config

class Sentence(Dataset):

"""

数据集对象

"""

def \_\_init\_\_(self, words, tags):

self.tokenizer = BertTokenizer.from\_pretrained(config.BERT\_MODEL\_PATH, do\_lower\_case=True)

self.dataset = self.preprocess(words, tags)

self.word\_pad\_idx = 0

self.label\_pad\_idx = -1

def preprocess(self, origin\_words\_list, origin\_tags\_list):

data = []

words\_list = []

tags\_list = []

for origin\_words in origin\_words\_list[0:1]:

words = []

words\_len = []

for token in origin\_words:

words.append(self.tokenizer.tokenize(token))

words\_len.append(len(token))

words = ['[CLS]'] + [item for token in words for item in token]

token\_start\_idxs = 1 + np.cumsum([0] + words\_len[:-1])

words\_list.append(((self.tokenizer.convert\_tokens\_to\_ids(words), token\_start\_idxs), origin\_words))

for origin\_tags in origin\_tags\_list[0:1]:

tags = [config.tag2id.get(t) for t in origin\_tags]

tags\_list.append(tags)

for words, tags in zip(words\_list, tags\_list):

data.append((words, tags))

return data

def \_\_len\_\_(self):

return len(self.dataset)

def \_\_getitem\_\_(self, idx):

word = self.dataset[idx][0]

label = self.dataset[idx][1]

return [word, label]

def collate\_fn(self, batch):

"""

生成batch

process batch data, including:

1. padding: 将每个batch的data padding到同一长度（batch中最长的data长度）

2. aligning: 找到每个sentence sequence里面有label项，文本与label对齐

3. tensor：转化为tensor

"""

# 处理后句子

sentences = [x[0][0] for x in batch]

# 原始句子

ori\_sentences = [x[0][1] for x in batch]

# 标签

labels = [x[1] for x in batch]

# batch大小

batch\_len = len(sentences)

# 最长的句子长度

max\_len = max([len(s[0]) for s in sentences])

max\_label\_len = 0

# 初始化对齐后数据

batch\_data = self.word\_pad\_idx \* np.ones((batch\_len, max\_len))

batch\_label\_starts = []

# 对齐数据

for j in range(batch\_len):

cur\_len = len(sentences[j][0])

batch\_data[j][:cur\_len] = sentences[j][0]

word\_indexs = sentences[j][-1]

label\_starts = np.zeros(max\_len)

# 标记label开始位置

label\_starts[[idx for idx in word\_indexs if idx < max\_len]] = 1

batch\_label\_starts.append(label\_starts)

max\_label\_len = max(int(sum(label\_starts)), max\_label\_len)

# 初始化对齐后标签

batch\_labels = self.label\_pad\_idx \* np.ones((batch\_len, max\_label\_len))

# 对齐标签

for j in range(batch\_len):

cur\_tags\_len = len(labels[j])

batch\_labels[j][:cur\_tags\_len] = labels[j]

# 转化为tensor

batch\_label\_starts = np.array(batch\_label\_starts)

batch\_data = torch.LongTensor(batch\_data)

batch\_label\_starts = torch.LongTensor(batch\_label\_starts)

batch\_labels = torch.LongTensor(batch\_labels)

return [batch\_data, batch\_label\_starts, batch\_labels, ori\_sentences]

if \_\_name\_\_ == '\_\_main\_\_':

with open(config.TRAINING\_PATH, 'rb') as inp:

words = pickle.load(inp)

labels = pickle.load(inp)

dataset = Sentence(words, labels)

train\_dataloader = DataLoader(dataset, batch\_size=config.batch\_size, shuffle=True,

collate\_fn=dataset.collate\_fn)

for batch\_data, batch\_label\_starts, batch\_labels, ori\_sentences in train\_dataloader:

print(batch\_data, batch\_label\_starts, batch\_labels, ori\_sentences)

break

### model.py

from torch import nn

from transformers.models.bert import \*

from torch.nn.utils.rnn import pad\_sequence

from torchcrf import CRF

class BertSeg(BertPreTrainedModel):

def \_\_init\_\_(self, config):

super(BertSeg, self).\_\_init\_\_(config)

self.num\_labels = config.num\_labels

self.bert = BertModel(config)

self.dropout = nn.Dropout(config.hidden\_dropout\_prob)

self.bilstm = nn.LSTM(

input\_size=config.lstm\_embedding\_size, # 768

hidden\_size=config.hidden\_size // 2, # 1024 / 2

batch\_first=True,

num\_layers=2,

dropout=config.lstm\_dropout\_prob, # 0.5

bidirectional=True

)

self.classifier = nn.Linear(config.hidden\_size, config.num\_labels)

self.crf = CRF(config.num\_labels, batch\_first=True)

self.init\_weights()

def forward(self, input\_data, token\_type\_ids=None, attention\_mask=None, labels=None,

position\_ids=None, inputs\_embeds=None, head\_mask=None):

# input\_data: (input\_ids, input\_token\_starts)

input\_ids, input\_token\_starts = input\_data

# 获取bert模型的输出

outputs = self.bert(input\_ids,

attention\_mask=attention\_mask,

token\_type\_ids=token\_type\_ids,

position\_ids=position\_ids,

head\_mask=head\_mask,

inputs\_embeds=inputs\_embeds)

sequence\_output = outputs[0]

# 去除[CLS]标签等位置，获得与label对齐的pre\_label表示

origin\_sequence\_output = [layer[starts.nonzero().squeeze(1)]

for layer, starts in zip(sequence\_output, input\_token\_starts)]

# 将sequence\_output的pred\_label维度padding到最大长度

padded\_sequence\_output = pad\_sequence(origin\_sequence\_output, batch\_first=True)

# dropout pred\_label的一部分feature

padded\_sequence\_output = self.dropout(padded\_sequence\_output)

# 将padded\_sequence\_output输入到bilstm中

lstm\_output, \_ = self.bilstm(padded\_sequence\_output)

# 得到判别值

logits = self.classifier(lstm\_output)

outputs = (logits,)

if labels is not None:

loss\_mask = labels.gt(-1)

# 计算损失

loss = self.crf(logits, labels, loss\_mask) \* (-1)

outputs = (loss,) + outputs

return outputs

### config.py

import os

# 文件路径

BASE\_DIR = os.getcwd() + "/"

DATA\_DIR = BASE\_DIR + "data/"

MODEL\_DIR = BASE\_DIR + "model/"

BEST\_MODEL\_DIR = BASE\_DIR + "model/best/"

MODEL\_PREFIX = MODEL\_DIR + "model\_epoch"

LOG\_PATH = BASE\_DIR + "log.txt"

TRAINING\_DATA = DATA\_DIR + "train\_pku.txt"

TEST\_DATA = DATA\_DIR + "test\_data.txt"

TRAINING\_PATH = DATA\_DIR + "training.pkl"

TESTING\_PATH = DATA\_DIR + "testing.pkl"

BERT\_MODEL\_PATH = BASE\_DIR + "pretrained/chinese-macbert-base/"

MODEL\_PATH=MODEL\_DIR+"mode.pkl"

# 超参数

lr = 0.005

max\_epoch = 10

min\_epoch = 5

clip\_grad = 5

batch\_size = 1

hidden\_dim = 200

embedding\_dim = 100

weight\_decay = 0.01

# worker数量

num\_workers = 2

# 是否使用gpu

cuda = True

# 是否对Bert进行微调

full\_fine\_tuning = True

# 每行最大长度

max\_len = 500

# 切分分隔符

sep\_word = '@'

sep\_label = 'S'

# 训练集和验证集划分

train\_test\_split\_size = 0.1

random\_state = 43

# 是否重新处理数据

reprocess\_data = False

patience=5

# 标注

tag2id = {'B': 0, 'M': 1, 'E': 2, 'S': 3}

id2tag = {\_id: \_label for \_label, \_id in list(tag2id.items())}

### run.py

import pickle

import logging

from train import train

from utils import set\_logger

from transformers import get\_cosine\_schedule\_with\_warmup

import config

import torch

from torch.utils.data import DataLoader

from data\_process import Processor

from data\_loader import Sentence

from model import BertSeg

from torch.optim import AdamW

from sklearn.model\_selection import train\_test\_split

def run():

# 设置日志

set\_logger()

# 是否开启cuda

enable\_cuda = config.cuda and torch.cuda.is\_available()

# 处理数据

if config.reprocess\_data:

logging.info("Process data...")

Processor().process()

# 加载数据

logging.info("Load data...")

with open(config.TRAINING\_PATH, 'rb') as inp:

words = pickle.load(inp)

labels = pickle.load(inp)

# 划分训练集和验证集

word\_train, word\_test, label\_train, label\_test = train\_test\_split(words, labels,

test\_size=config.train\_test\_split\_size,

random\_state=config.random\_state)

# 训练集

train\_dataset = Sentence(word\_train, label\_train)

train\_dataloader = DataLoader(

dataset=train\_dataset,

shuffle=True,

batch\_size=config.batch\_size,

collate\_fn=train\_dataset.collate\_fn,

drop\_last=False,

num\_workers=config.num\_workers

)

# 验证集

test\_dataset = Sentence(word\_test, label\_test)

test\_dataloader = DataLoader(

dataset=test\_dataset,

shuffle=False,

batch\_size=config.batch\_size,

collate\_fn=test\_dataset.collate\_fn,

drop\_last=False,

num\_workers=config.num\_workers

)

train\_size = len(train\_dataset)

# 加载模型

logging.info("Load pretrained model...")

model = BertSeg.from\_pretrained(config.BERT\_MODEL\_PATH, num\_labels=len(config.tag2id))

# 是否使用cuda

if enable\_cuda:

model = model.cuda()

if config.full\_fine\_tuning:

# 全部参数参与训练

bert\_optimizer = list(model.bert.named\_parameters())

classifier\_optimizer = list(model.classifier.named\_parameters())

no\_decay = ['bias', 'LayerNorm.bias', 'LayerNorm.weight']

optimizer\_grouped\_parameters = [

{'params': [p for n, p in bert\_optimizer if not any(nd in n for nd in no\_decay)],

'weight\_decay': config.weight\_decay},

{'params': [p for n, p in bert\_optimizer if any(nd in n for nd in no\_decay)],

'weight\_decay': 0.0},

{'params': [p for n, p in classifier\_optimizer if not any(nd in n for nd in no\_decay)],

'lr': config.lr \* 5, 'weight\_decay': config.weight\_decay},

{'params': [p for n, p in classifier\_optimizer if any(nd in n for nd in no\_decay)],

'lr': config.lr \* 5, 'weight\_decay': 0.0},

{'params': model.crf.parameters(), 'lr': config.lr \* 5}

]

else:

# 只有分类器参与训练

classifier\_optimizer = list(model.classifier.named\_parameters())

optimizer\_grouped\_parameters = [{'params': [p for n, p in classifier\_optimizer]}]

# 优化器

optimizer = AdamW(optimizer\_grouped\_parameters, lr=config.lr)

# 训练步数

train\_steps\_per\_epoch = train\_size // config.batch\_size

# 学习率衰减

scheduler = get\_cosine\_schedule\_with\_warmup(optimizer,

num\_warmup\_steps=2 \* train\_steps\_per\_epoch,

num\_training\_steps=config.max\_epoch \* train\_steps\_per\_epoch)

# 训练

train(train\_dataloader,test\_dataloader, model, optimizer, scheduler, enable\_cuda)

if \_\_name\_\_ == '\_\_main\_\_':

run()

### test.py

import torch

import pickle

import config

from data\_loader import Sentence

from torch.utils.data import DataLoader

from model import BertSeg

if \_\_name\_\_ == '\_\_main\_\_':

# 加载模型

model = BertSeg.from\_pretrained(

config.BERT\_MODEL\_PATH, num\_labels=len(config.tag2id))

model.eval()

# 是否使用cuda

enable\_cuda = config.cuda and torch.cuda.is\_available()

# 输出文件

output = open('cws\_result.txt', 'w', encoding='utf-8')

# 加载测试集

with open(config.TESTING\_PATH, 'rb') as inp:

word\_test = pickle.load(inp)

label\_test = pickle.load(inp)

# 测试集

test\_dataset = Sentence(word\_test, label\_test)

test\_loader = DataLoader(

dataset=test\_dataset,

shuffle=False,

batch\_size=config.batch\_size,

collate\_fn=test\_dataset.collate\_fn,

drop\_last=False,

num\_workers=config.num\_workers

)

id2tag = config.id2tag

pred\_labels = []

print("Start predict...")

with torch.no\_grad():

for idx, batch\_samples in enumerate(test\_loader):

batch\_data, batch\_token\_starts, batch\_labels, ori\_data = batch\_samples

if enable\_cuda:

batch\_data = batch\_data.cuda()

batch\_token\_starts = batch\_token\_starts.cuda()

batch\_labels = batch\_labels.cuda()

# 获取mask

batch\_masks = batch\_data.gt(0)

label\_masks = batch\_labels.gt(-1)

# 计算模型预测值

batch\_output = model((batch\_data, batch\_token\_starts),

token\_type\_ids=None, attention\_mask=batch\_masks)[0]

batch\_output = model.crf.decode(batch\_output, mask=label\_masks)

pred\_labels.extend([[id2tag.get(idx) for idx in indices]

for indices in batch\_output])

print("Start output...")

# 输出结果

with open(config.TEST\_DATA, 'r', encoding='utf-8') as f:

for idx, test in enumerate(f):

if (idx < pred\_labels.\_\_len\_\_()):

for i in range(len(test)):

print(test[i], end='', file=output)

if (i < pred\_labels[idx].\_\_len\_\_() and pred\_labels[idx][i] in ['E', 'S']):

print(' ', end='', file=output)

print(file=output)

print("Done!")

### train.py

import logging

import torch

from tqdm import tqdm

import config

from torch import nn

from utils import f1\_score

def train(train\_dataloader,test\_dataloader, model, optimizer, scheduler,enable\_cuda):

best\_f1=0

patience=0

# 开始训练

for epoch in range(config.max\_epoch):

# 训练

train\_epoch(train\_dataloader, model, optimizer, scheduler, epoch, enable\_cuda)

# 验证

result = evaluate(test\_dataloader, model, enable\_cuda)

logging.info(

"Epoch: {}, test loss: {}, fscore: {}, percision: {},recall: {}".format(epoch, result['loss'],

result['f'],

result['p'], result['r']))

f1 = result['f']

improve = f1 - best\_f1

if improve > 1e-5:

best\_f1 = f1

model.save\_pretrained(config.BEST\_MODEL\_DIR)

if improve < config.patience:

patience += 1

else:

patience = 0

else:

patience += 1

if (patience >= config.patience and epoch > config.min\_epoch) or epoch == config.max\_epoch:

break

# 保存模型

# torch.save(model, config.MODEL\_PREFIX + str(epoch) + ".pkl")

def train\_epoch(train\_dataloader, model, optimizer, scheduler, epoch, enable\_cuda):

"""

进行一轮训练

:param train\_dataloader: 数据

:param model: 模型

:param optimizer: 优化器

:param scheduler: 学习率预热

:param epoch: 轮数

:param enable\_cuda: 是否使用cuda

"""

torch.cuda.empty\_cache()

logging.info("Epoch: {} start...".format(epoch))

model.train()

train\_losses = 0

for idx, batch\_samples in enumerate(train\_dataloader):

# 获取数据

batch\_data, batch\_token\_starts, batch\_labels, \_ = batch\_samples

# 是否使用cuda

if enable\_cuda:

batch\_data = batch\_data.cuda()

batch\_token\_starts = batch\_token\_starts.cuda()

batch\_labels = batch\_labels.cuda()

# 获取mask

batch\_masks = batch\_data.gt(0)

# 模型预测

loss = model((batch\_data, batch\_token\_starts),

token\_type\_ids=None, attention\_mask=batch\_masks, labels=batch\_labels)[0]

# 计算损失

train\_losses += loss.item()

# 梯度清零

model.zero\_grad()

# 反向传播

loss.backward()

# 梯度裁剪

nn.utils.clip\_grad\_norm\_(parameters=model.parameters(), max\_norm=config.clip\_grad)

# 更新参数

optimizer.step()

# 更新学习率

scheduler.step()

if idx%100==0:

logging.info("Epoch: {}, step: {}".format(epoch, idx))

# 计算平均损失

train\_loss = float(train\_losses) / len(train\_dataloader)

logging.info("Epoch: {}, train loss: {}".format(epoch, train\_loss))

def evaluate(test\_dataloader, model, enable\_cuda):

"""

评估模型性能

:param test\_dataloader: 验证集数据

:param model: 模型

:param enable\_cuda: 是否使用cuda

"""

# 模型评估

model.eval()

id2tag = config.id2tag

true\_labels = []

pred\_labels = []

test\_losses = 0

# 不计算梯度

with torch.no\_grad():

for batch\_samples in test\_dataloader:

batch\_data, batch\_token\_starts, batch\_labels, ori\_data = batch\_samples

# 是否使用cuda

if enable\_cuda:

batch\_data = batch\_data.cuda()

batch\_token\_starts = batch\_token\_starts.cuda()

batch\_labels = batch\_labels.cuda()

# 获取mask

batch\_masks = batch\_data.gt(0)

label\_masks = batch\_labels.gt(-1)

# 模型预测

loss = model((batch\_data, batch\_token\_starts),

token\_type\_ids=None, attention\_mask=batch\_masks, labels=batch\_labels)[0]

# 计算损失

test\_losses += loss.item()

# 获取预测结果

batch\_output = model((batch\_data, batch\_token\_starts),

token\_type\_ids=None, attention\_mask=batch\_masks)[0]

# 解码

batch\_output = model.crf.decode(batch\_output, mask=label\_masks)

batch\_labels = batch\_labels.to('cpu').numpy()

pred\_labels.extend([[id2tag.get(idx) for idx in indices] for indices in batch\_output])

true\_labels.extend([[id2tag.get(idx) for idx in indices if idx > -1] for indices in batch\_labels])

# 计算f1值

res = {}

f, p, r = f1\_score(true\_labels,pred\_labels)

res['f'] = f

res['p'] = p

res['r'] = r

res['loss'] = float(test\_losses) / len(test\_dataloader)

return res

### utils.py

import transformers

import config

import os

import logging

def set\_logger():

"""

设置日志

"""

transformers.logging.set\_verbosity\_error()

log\_file = os.path.join(config.MODEL\_DIR, config.LOG\_PATH)

logging.basicConfig(

format='%(asctime)s %(levelname)-8s %(message)s',

level=logging.DEBUG,

datefmt='%Y-%m%d %H:%M:%S',

filename=log\_file,

filemode='w',

)

console = logging.StreamHandler()

console.setLevel(logging.DEBUG)

formatter = logging.Formatter('%(asctime)s %(levelname)-8s %(message)s')

console.setFormatter(formatter)

logging.getLogger('').addHandler(console)

def get\_entities(seq):

"""

Gets entities from sequence.

"""

# for nested list

if any(isinstance(s, list) for s in seq):

seq = [item for sublist in seq for item in sublist + ['O']]

prev\_tag = 'O'

begin\_offset = 0

chunks = []

for i, chunk in enumerate(seq + ['O']):

tag = chunk[0]

if end\_of\_chunk(prev\_tag, tag):

chunks.append((begin\_offset, i - 1))

if start\_of\_chunk(prev\_tag, tag):

begin\_offset = i

prev\_tag = tag

return chunks

def end\_of\_chunk(prev\_tag, tag):

"""Checks if a chunk ended between the previous and current word.

Args:

prev\_tag: previous chunk tag.

tag: current chunk tag.

Returns:

chunk\_end: boolean.

"""

chunk\_end = False

if prev\_tag == 'S':

chunk\_end = True

if prev\_tag == 'E':

chunk\_end = True

# pred\_label中可能出现这种情形

if prev\_tag == 'B' and tag == 'B':

chunk\_end = True

if prev\_tag == 'B' and tag == 'S':

chunk\_end = True

if prev\_tag == 'B' and tag == 'O':

chunk\_end = True

if prev\_tag == 'M' and tag == 'B':

chunk\_end = True

if prev\_tag == 'M' and tag == 'S':

chunk\_end = True

if prev\_tag == 'M' and tag == 'O':

chunk\_end = True

return chunk\_end

def start\_of\_chunk(prev\_tag, tag):

"""Checks if a chunk started between the previous and current word.

Args:

prev\_tag: previous chunk tag.

tag: current chunk tag.

Returns:

chunk\_start: boolean.

"""

chunk\_start = False

if tag == 'B':

chunk\_start = True

if tag == 'S':

chunk\_start = True

if prev\_tag == 'O' and tag == 'M':

chunk\_start = True

if prev\_tag == 'O' and tag == 'E':

chunk\_start = True

if prev\_tag == 'S' and tag == 'M':

chunk\_start = True

if prev\_tag == 'S' and tag == 'E':

chunk\_start = True

if prev\_tag == 'E' and tag == 'M':

chunk\_start = True

if prev\_tag == 'E' and tag == 'E':

chunk\_start = True

return chunk\_start

def f1\_score(y\_true, y\_pred):

true\_entities = set(get\_entities(y\_true))

pred\_entities = set(get\_entities(y\_pred))

nb\_correct = len(true\_entities & pred\_entities)

nb\_pred = len(pred\_entities)

nb\_true = len(true\_entities)

p = nb\_correct / nb\_pred if nb\_pred > 0 else 0

r = nb\_correct / nb\_true if nb\_true > 0 else 0

score = 2 \* p \* r / (p + r) if p + r > 0 else 0

return score, p, r

### merge.py

output\_cws = open('cws\_result2.txt', 'w', encoding='utf-8')

cws\_label = open('cws\_label.txt', 'r', encoding='utf-8')

ner\_label = open('ner\_label.txt', 'r', encoding='utf-8')

cws\_label\_lines=cws\_label.readlines()

ner\_label\_lines=ner\_label.readlines()

for i in range(len(cws\_label\_lines)):

cws\_label\_lines[i]=cws\_label\_lines[i].replace('\n','')

ner\_label\_lines[i]=ner\_label\_lines[i].replace('\n','')

cws=cws\_label\_lines[i].split(' ')

ner=ner\_label\_lines[i].split(' ')

if (i==len(cws\_label\_lines)-1):

next\_ner=['','']

else:

next\_ner=ner\_label\_lines[i+1].replace('\n','').split(' ')

if len(next\_ner)<2:

next\_ner=['','']

if(len(cws)<2):

print(file=output\_cws)

else:

if ner[1]=='I' and next\_ner[1]=='I':

print(cws[0],end='',file=output\_cws)

else:

if cws[1]=='E' or cws[1]=='S':

print(cws[0],end=' ',file=output\_cws)

else:

print(cws[0],end='',file=output\_cws)